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# Цель и постановка задания

**Тема лабораторной работы**: использование именованной памяти, синхронизация нитей с реальным временем.

**Цель задания**: освоение функций ОСРВ для синхронизации нитей с реальным временем.

**Задание**:

Требуется разработать программную систему мониторинга абстрактного физического объекта Op(t), p(t) – изменяющийся во времени параметр. Мониторинг объекта Op(t) осуществляется на относительном интервале времени [0,Т] с заданной единицей шкалы времени - 1t.

Изменение параметра p(t) во времени моделируется функцией p(t)=F(t), где t ∈[0,Т] - момент времени получения значения p(t) на интервале времени [0,Т].

Программная система должна содержать два процесса Р1 и Р2, запускаемых на базе своих программных модулей (порядок запуска процессов определяется в варианте задания). При необходимости в программной системе могут запускаться дополнительные процессы (вспомогательные).

Процесс Р1, начиная с t=0, моделирует изменяющийся во времени параметр p(t) периодической записью в именованную память вычисленного значения pi, где pi=F(1t•i), i – порядковый номер очередного вычисленного значения параметра p(t) в момент интервального времени t=1t•i ∈[0,Т], i=0,1,2, ….

Процесс Р2, начиная с момента времени t=0, периодически считывает параметр p(t) с заданным периодом Δt и формирует датированное значение в виде пары - <p(t),t>, где t=j•Δt), j – порядковый номер считывания очередного значения параметра p(t) на интервале времени [0,Т], j=0,1,2, …. Результаты периодического считывания значений параметра- <p(t),t> (тренд p(t)), заносятся процессом Р2 в текстовый файл, в котором значения в паре <p(t),t> разделены пробелом, а каждая пара завершается управляющим символом \n.

Процессы Р1 и Р2 должны быть синхронизированы по моменту времени t=0 (должны начать действовать "одновременно", метод синхронизации выбрать самостоятельно).

При t>Т работа программной системы должна завершиться (все процессы терминироваться).

Для тренда параметра p(t) построить график, например, загрузив содержимое файла с трендом в MS EXCEL.

**Форма отчетности**: для отчета по лабораторной работе требуется представить следующее:

1. Демонстрация работы программной системы в соответствии с заданием.
2. Проверка теоретических знаний по средствам запуска процессов (нитей) и синхронизации нитей с реальным временем.
3. Представление оформленного отчета, по результатам выполнения лабораторной работы, с графиком тренда.

**ВАРИАНТ №9**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Порядок запуска процессов Р1 и Р2 | Вид функции **F(t)** | Единица временной шкалы 1t(сек) | Единица временной шкалы Δt (сек) | Значение Т (сек) |
| Процесс Р1 программно запускается стартовым процессом Р0, запускаемым из командной строки shell. Процесс Р1 программно запускает процесс Р2 | FP2= | 0.03, уведомление сигналом | 0.2, уведомление импульсом | 83 |

# Описание программы

Для синхронизации обращения к именованной памяти использовался мьютекс. Мьютекс доступен нескольким процессам через именованную память. Имена именованной памяти передаются как аргументы командной строки создаваемым процессам P1, P2.

Именованная память для значения f(t), а также для мьютекс инициализируется процессом P0. Для синхронизации старта используется обмен сигналами SIGUSR1. Для остановки вычислений в P1, P2 использовался сигнал SIGUSR2.

Процесс P0 ожидает завершения процессов P1, P2, после чего очищает ресурсы и терминируется.
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# Результат работы программы
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Рисунок Работа программы

![F:\Reserv\!!!!!!!!!!!!!!!!!!!!\Параллельные_вычислительные_системы\Лабораторные\ASPVS_Lab_3_Realtime\documentation\trend_plot.png](data:image/png;base64,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)
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# Приложения

### Исходный код

### P0.c

#include <stdlib.h>

#include <stdio.h>

#include <pthread.h>

#include <errno.h>

#include <sys/mman.h>

#include <sys/neutrino.h>

#include <sys/stat.h>

#include <fcntl.h>

#include <unistd.h>

#include <signal.h>

#include <time.h>

#define T 83

#define dt 0.03

#define deltaT 0.2

#define shared\_mem\_name "/memshared"

#define shared\_mutex\_name "/mutexshared"

const char \*PROCNAME = "P0 process";

int bthreads, bthreads\_max;

int flag\_started = 0;

int flag\_terminating = 0;

timer\_t timerid;

struct sigevent event;

struct itimerspec timer;

static void sig\_hndlr(int signo) {

if (signo == SIGUSR1) {

printf("P0 Got SIGUSR1\n");

bthreads++;

if ((!flag\_started) && (bthreads >= bthreads\_max)) {

kill(0, SIGUSR1); //broadcasting start signal

printf("P0 Starting timer. Timer id: %i, Timer interval (sec): %i\n", timerid, timer.it\_value.tv\_sec);

timer\_settime(timerid, 0, &timer, NULL);

flag\_started = 1;

}

}

if (signo == SIGUSR2) {

printf("P0 got SIGUSR2\n");

if (!flag\_terminating) {

kill(0, SIGUSR2);

flag\_terminating = 1;

}

}

}

// Tricky var initialization.

void shared\_mem\_init(const char \*name, double \*\*var, int \*fd) {

\*fd = shm\_open(name, O\_CREAT | O\_RDWR, 0777);

if(\*fd == -1) {

fprintf(stderr, "%s: Error attaching shared memory '%s': %s\n",

PROCNAME, name, strerror(errno));

exit(EXIT\_FAILURE);

}

int status = ftruncate(\*fd, sizeof(double));

if ( status == -1 ) {

fprintf(stderr, "%s: Error truncating shared memory '%s': status: %i\n%s\n",

PROCNAME, name, status,strerror(errno));

exit(EXIT\_FAILURE);

}

\*var = mmap(0, sizeof(double), PROT\_READ | PROT\_WRITE, MAP\_SHARED, \*fd, 0);

if (\*var == MAP\_FAILED) {

fprintf(stderr, "%s: Error shared mem maping. %s\n", PROCNAME, strerror(errno));

exit(EXIT\_FAILURE);

}

\*\*var = 1.0;

close(\*fd);

}

// Tricky var initialization.

void shared\_mutex\_init(const char \*name, pthread\_mutex\_t \*\*mutex, int \*fd) {

\*fd = shm\_open(name, O\_CREAT | O\_RDWR, 0777);

if(\*fd == -1) {

fprintf(stderr, "%s: Error attaching shared memory '%s': %s\n",

PROCNAME, name, strerror(errno));

exit(EXIT\_FAILURE);

}

int status = ftruncate(\*fd, sizeof(double));

if ( status == -1 ) {

fprintf(stderr, "%s: Error truncating shared memory '%s': status: %i\n%s\n",

PROCNAME, name, status,strerror(errno));

exit(EXIT\_FAILURE);

}

\*mutex = mmap(0, sizeof(pthread\_mutex\_t), PROT\_READ | PROT\_WRITE, MAP\_SHARED, \*fd, 0);

if (\*mutex == MAP\_FAILED) {

fprintf(stderr, "%s: Error shared mem maping. %s\n", PROCNAME, strerror(errno));

exit(EXIT\_FAILURE);

}

close(\*fd);

}

void timer\_signal\_init(int time) {

SIGEV\_SIGNAL\_INIT(&event, SIGUSR2);

// Creating timer

if (timer\_create(CLOCK\_REALTIME, &event, &timerid) == -1) {

fprintf(stderr, "%s: timer creation error", PROCNAME);

perror(NULL);

exit(EXIT\_FAILURE);

}

timer.it\_value.tv\_sec = time;

timer.it\_value.tv\_nsec = 0;

timer.it\_interval.tv\_sec = 0;

timer.it\_interval.tv\_nsec = 0;

}

void my\_barrier() {

bthreads++;

while (!flag\_started) {

pause();

}

}

int main(int argc, char \*argv[]) {

printf("P0 started. Gid = %i\n", getgid());

int pid = getpid();

printf("P0 flag\_started ptr = %i, val = %i", &flag\_started, flag\_started);

// Initializing barrier

bthreads = 0;

bthreads\_max = 3;

signal(SIGUSR1, sig\_hndlr);

signal(SIGUSR2, sig\_hndlr);

// Initializing shared memory. To return from init\_function pointer on mapped area

// we should use pointer on pointer.

double \*\*shared\_mem = (double\*\*)malloc(sizeof(double));

int \*fd\_shared\_mem = (int\*)malloc(sizeof(int));

shared\_mem\_init(shared\_mem\_name, shared\_mem, fd\_shared\_mem);

// Initializing shared mutex

pthread\_mutex\_t \*\*shared\_mutex = (pthread\_mutex\_t\*\*)malloc(sizeof(pthread\_mutex\_t));

int \*fd\_shared\_mutex = (int\*)malloc(sizeof(int));

shared\_mutex\_init(shared\_mutex\_name, shared\_mutex, fd\_shared\_mutex);

// Initializing arguments for P1 and starting it.

char \*argv0 = (char\*)malloc(sizeof(float));

char \*argv1 = (char\*)malloc(sizeof(float));

char \*argv2 = (char\*)malloc(strlen(shared\_mem\_name) + 1);

char \*argv3 = (char\*)malloc(strlen(shared\_mutex\_name) + 1);

sprintf(argv0, "%i", pid);

sprintf(argv1, "%f", dt);

sprintf(argv2, "%s", shared\_mem\_name);

sprintf(argv3, "%s", shared\_mutex\_name);

int pid\_1 = spawnl(P\_NOWAIT, "/tmp/P1", argv0, argv1, argv2, argv3, NULL);

// Initializing arguments for P2 and starting it.

sprintf(argv0, "%i", pid);

sprintf(argv1, "%f", deltaT);

sprintf(argv2, "%s", shared\_mem\_name);

sprintf(argv3, "%s", shared\_mutex\_name);

int pid\_2 = spawnl(P\_NOWAIT, "/tmp/P2", argv0, argv1, argv2, argv3, NULL);

// Initializing one-shot timer for P1, P2 termination. Notification by signal - SIGUSR2.

timer\_signal\_init(T);

printf("P0 at barrier\n");

my\_barrier();

printf("P0 after barrier\n");

// Separating part of process, where user signals could interrupt waitpid().

while(!flag\_terminating) {

pause();

}

// Waiting for child processes exit.

int st1 = waitpid(pid\_1, NULL, WEXITED);

printf("P0 :P1 termination status %i, errno = %i\n", st1, errno);

int st2 = waitpid(pid\_2, NULL, WEXITED);

printf("P0 :P2 termination status %i, errno = %i\n", st2, errno);

printf("P0 Last value of shared\_mem = %f\n", \*\*shared\_mem);

// Closing shared memory

close(\*fd\_shared\_mem);

shm\_unlink(shared\_mem\_name); // in some examples memory is unlinked just after getting fd value.

printf("Huston, P0 is shutting down.\n");

return EXIT\_SUCCESS;

}

### P1.c

#include <stdlib.h>

#include <stdio.h>

#include <time.h>

#include <sys/siginfo.h>

#include <sys/neutrino.h>

#include <pthread.h>

#include <sys/stat.h>

#include <sys/neutrino.h>

#include <sys/mman.h>

#include <unistd.h>

#include <fcntl.h>

#include <errno.h>

#include <math.h>

#include <signal.h>

const char \*PROCNAME = "P1 process";

timer\_t timerid;

struct sigevent event;

struct itimerspec timer;

int \*fd\_shared\_mem;

double \*\*shared\_mem;

int \*fd\_shared\_mutex;

pthread\_mutex\_t \*\*shared\_mutex;

int flag\_started = 0;

double t, dt;

// Tricky var initialization.

void shared\_mem\_open(const char \*name, double \*\*var, int \*fd) {

\*fd = shm\_open(name, O\_RDWR, 0777);

if(\*fd == -1) {

fprintf(stderr, "%s: Error attaching shared memory '%s': %s\n",

PROCNAME, name, strerror(errno));

exit(EXIT\_FAILURE);

}

\*var = mmap(0, sizeof(double), PROT\_READ | PROT\_WRITE, MAP\_SHARED, \*fd, 0);

if (\*var == MAP\_FAILED) {

fprintf(stderr, "%s: Error shared mem maping. %s\n", PROCNAME, strerror(errno));

exit(EXIT\_FAILURE);

}

close(\*fd);

}

void shared\_mutex\_open(const char \*name, double \*\*mutex, int \*fd) {

\*fd = shm\_open(name, O\_RDWR, 0777);

if(\*fd == -1) {

fprintf(stderr, "%s: Error attaching shared memory '%s': %s\n",

PROCNAME, name, strerror(errno));

exit(EXIT\_FAILURE);

}

\*mutex = mmap(0, sizeof(double), PROT\_READ | PROT\_WRITE, MAP\_SHARED, \*fd, 0);

if (\*mutex == MAP\_FAILED) {

fprintf(stderr, "%s: Error shared mem maping. %s\n", PROCNAME, strerror(errno));

exit(EXIT\_FAILURE);

}

close(\*fd);

}

void timer\_signal\_init(double dt) {

SIGEV\_SIGNAL\_INIT(&event, SIGUSR1);

// Creating timer

if (timer\_create(CLOCK\_REALTIME, &event, &timerid) == -1) {

fprintf(stderr, "%s: timer creation error", PROCNAME);

perror(NULL);

exit(EXIT\_FAILURE);

}

timer.it\_value.tv\_sec = 0;

timer.it\_value.tv\_nsec = dt \* 1000000000; // 0 in it\_value struct would not lunch timer

timer.it\_interval.tv\_sec = 0;

timer.it\_interval.tv\_nsec = dt \* 1000000000;

}

double f(double t) {

return 100 \* exp(-t) \* cos(0.1\*t + 100);

}

void timer\_tick\_handle() {

t += dt;

pthread\_mutex\_lock(\*shared\_mutex);

\*\*shared\_mem = f(t);

pthread\_mutex\_unlock(\*shared\_mutex);

}

static void sig\_hndlr(int signo) {

if (signo == SIGUSR1) {

if (!flag\_started) {

printf(" P1 Starting timer. Timer id: %i, Timer interval: %i\n", timerid, timer.it\_interval.tv\_nsec);

int status = timer\_settime(timerid, 0, &timer, NULL);

flag\_started = 1;

} else

{

timer\_tick\_handle();

}

} else

if (signo == SIGUSR2) {

printf(" P1 on termination. SIGUSR2 received.\n");

if (flag\_started) {

close(\*fd\_shared\_mem);

exit(EXIT\_SUCCESS);

}

}

}

void my\_barrier(int ppid) {

// Sending to P0 signal - "we are ready".

kill(ppid, SIGUSR1);

// Waiting for SIGUSR1 to come. It will switch flag to started.

while(!flag\_started) {

pause();

}

}

int main(int argc, char \*argv[]) {

printf(" P1 started. Gid = %i\n", getgid());

t = 0;

shared\_mem = (double\*\*)malloc(sizeof(double));

fd\_shared\_mem = (int\*)malloc(sizeof(int));

shared\_mutex = (pthread\_mutex\_t\*\*)malloc(sizeof(pthread\_mutex\_t));

fd\_shared\_mutex = (int\*)malloc(sizeof(int));

int ppid = atoi(argv[0]);

dt = atof(argv[1]);

char \*shared\_mem\_name = argv[2];

char \*shared\_mutex\_name = argv[3];

printf(" P1 ppid = %i, dt = %f, shared\_mem\_name = %s\n", ppid, dt, shared\_mem\_name);

// Initializing signal handlers.

// SIGUSR1 - sync signal. SIGUSR2 - terminating signal.

signal(SIGUSR1, sig\_hndlr);

signal(SIGUSR2, sig\_hndlr);

// Connecting to shared memory

shared\_mem\_open(shared\_mem\_name, shared\_mem, fd\_shared\_mem);

shared\_mutex\_open(shared\_mutex\_name, shared\_mutex, fd\_shared\_mutex);

// Initializing timer

timer\_signal\_init(dt);

printf(" P1 before barrier\n");

my\_barrier(ppid);

printf(" P1 after barrier\n");

// Main loop waiting for signals.

while(1) {

pause();

}

return EXIT\_SUCCESS;

}

### P2.c

#include <stdlib.h>

#include <stdio.h>

#include <time.h>

#include <sys/siginfo.h>

#include <sys/neutrino.h>

#include <pthread.h>

#include <sys/stat.h>

#include <sys/neutrino.h>

#include <sys/mman.h>

#include <unistd.h>

#include <fcntl.h>

#include <errno.h>

#include <math.h>

#include <signal.h>

#define CODE\_TIMER 1

#define RESULTS\_FILE\_FULL\_NAME "/tmp/results.txt"

const char \*PROCNAME = "P2 process.";

timer\_t timerid;

struct sigevent event;

struct itimerspec timer;

int \*fd\_shared\_mem;

double \*\*shared\_mem;

int \*fd\_shared\_mutex;

pthread\_mutex\_t \*\*shared\_mutex;

int flag\_started = 0;

double t, deltaT;

int chid;

FILE \*resultFile;

// Tricky var initialization. Read only.

void shared\_mem\_open(const char \*name, double \*\*var, int \*fd) {

printf(" P2 Opening shared memory: %s\n", name);

\*fd = shm\_open(name, O\_RDONLY, 0777);

printf(" P2 Checking for errors after shm\_open.\n");

if(\*fd == -1) {

fprintf(stderr, "%s: Error attaching shared memory '%s': %s\n",

PROCNAME, name, strerror(errno));

exit(EXIT\_FAILURE);

}

printf(" P2 Mapping memory\n");

\*var = mmap(0, sizeof(double), PROT\_READ, MAP\_SHARED, \*fd, 0);

if (\*var == MAP\_FAILED) {

fprintf(stderr, "%s: Error shared mem maping. %s\n", PROCNAME, strerror(errno));

exit(EXIT\_FAILURE);

}

printf(" P2 Shared opened\n");

}

void shared\_mutex\_open(const char \*name, double \*\*mutex, int \*fd) {

\*fd = shm\_open(name, O\_RDWR, 0777);

if(\*fd == -1) {

fprintf(stderr, "%s: Error attaching shared memory '%s': %s\n",

PROCNAME, name, strerror(errno));

exit(EXIT\_FAILURE);

}

\*mutex = mmap(0, sizeof(double), PROT\_READ | PROT\_WRITE, MAP\_SHARED, \*fd, 0);

if (\*mutex == MAP\_FAILED) {

fprintf(stderr, "%s: Error shared mem maping. %s\n", PROCNAME, strerror(errno));

exit(EXIT\_FAILURE);

}

close(\*fd);

}

static void sig\_hndlr(int signo) {

if (signo == SIGUSR1) {

if (!flag\_started) {

printf(" P2 Starting timer. Timer id: %i, Timer interval: %i\n", timerid, timer.it\_interval.tv\_nsec);

timer\_settime(timerid, 0, &timer, NULL);

flag\_started = 1;

}

}

if (signo == SIGUSR2) {

printf(" P2 on termination. SIGUSR2 received.\n");

if (flag\_started) {

close(\*fd\_shared\_mem);

ChannelDestroy(chid);

close(resultFile);

exit(EXIT\_SUCCESS);

}

}

}

void timer\_pulse\_init(double dt) {

int coid;

if ((chid = ChannelCreate(0)) == -1) {

fprintf(stderr, "%s: can't create channel!\n", PROCNAME);

perror(NULL);

exit(EXIT\_FAILURE);

}

// Connecting to own channel

coid = ConnectAttach(0, 0, chid, \_NTO\_SIDE\_CHANNEL, 0);

if (coid == -1) {

fprintf(stderr, "%s: connection error", PROCNAME);

perror(NULL);

exit(EXIT\_FAILURE);

}

SIGEV\_PULSE\_INIT(&event, coid, SIGEV\_PULSE\_PRIO\_INHERIT, CODE\_TIMER, 0);

// Creating timer

if (timer\_create(CLOCK\_REALTIME, &event, &timerid) == -1) {

fprintf(stderr, "%s: timer creation error", PROCNAME);

perror(NULL);

exit(EXIT\_FAILURE);

}

timer.it\_value.tv\_sec = 0;

timer.it\_value.tv\_nsec = dt \* 1000000000; // 0 in it\_value struct would not lunch timer

timer.it\_interval.tv\_sec = 0;

timer.it\_interval.tv\_nsec = dt \* 1000000000;

}

void timer\_tick\_handle() {

static double temp\_value = 0;

t += deltaT;

pthread\_mutex\_lock(\*shared\_mutex);

temp\_value = \*\*shared\_mem;

pthread\_mutex\_unlock(\*shared\_mutex);

fprintf(resultFile, "%f %f\n", t, temp\_value);

}

void my\_barrier(int ppid) {

// Sending to P0 signal - "we are ready".

kill(ppid, SIGUSR1);

// Waiting for SIGUSR1 to come. It will switch flag to started.

while(!flag\_started) {

pause();

}

}

int main(int argc, char \*argv[]) {

printf(" P2 started. Gid = %i\n", getgid());

t = 0;

shared\_mem = (double\*\*)malloc(sizeof(double));

fd\_shared\_mem = (int\*)malloc(sizeof(int));

shared\_mutex = (pthread\_mutex\_t\*\*)malloc(sizeof(pthread\_mutex\_t));

fd\_shared\_mutex = (int\*)malloc(sizeof(int));

int ppid = atoi(argv[0]);

deltaT = atof(argv[1]);

char \*shared\_mem\_name = argv[2];

char \*shared\_mutex\_name = argv[3];

printf(" P2 ppid = %i, dt = %f, shared\_mem\_name = %s\n", ppid, deltaT, shared\_mem\_name);

printf(" P2 Flag started ptr = %i, val = %i\n", &flag\_started, flag\_started);

// Initializing signals

signal(SIGUSR1, sig\_hndlr);

signal(SIGUSR2, sig\_hndlr);

// Conneting to shared memory

shared\_mem\_open(shared\_mem\_name, shared\_mem, fd\_shared\_mem);

shared\_mutex\_open(shared\_mutex\_name, shared\_mutex, fd\_shared\_mutex);

// Opening file to write trend

resultFile = fopen(RESULTS\_FILE\_FULL\_NAME, "w+");

// Initializing interval timer.

timer\_pulse\_init(deltaT);

printf(" P2 before barrier\n");

my\_barrier(ppid);

printf(" P2 after barrier\n");

// Main loop waiting for pulse messages.

while(1) {

MsgReceivePulse(chid, NULL, 0, NULL); // No buffer.

timer\_tick\_handle();

}

return EXIT\_SUCCESS;

}

### results.txt

t f(t)

0.200000 72.776531

0.400000 59.676227

0.600000 48.906299

0.800000 41.217737

1.0 33.744547

1.200000 27.611551

1.400000 23.240267

1.600000 18.998016

1.800000 15.522250

2.0 13.048612

2.200000 10.651479

2.400000 8.690485

2.600000 7.296853

2.800000 5.948180

3.0 4.846502

3.200000 4.064617

3.400000 3.308949

3.600000 2.692537

3.800000 2.255621

4.0 1.833886

4.200000 1.490335

4.400000 1.247127

4.600000 1.012658

4.800000 0.821906

5.0 0.687033

5.200000 0.557161

5.400000 0.451640

5.600000 0.377119

5.800000 0.305445

6.0 0.247285

6.200000 0.206259

6.400000 0.166847

6.600000 0.134906

6.800000 0.112401

7.0 0.090807

7.200000 0.073329

7.400000 0.061028

7.600000 0.049240

7.800000 0.039709

8.0 0.033011

8.200000 0.026599

8.400000 0.021421

8.600000 0.017787

8.800000 0.014312

9.0 0.011510

9.200000 0.009546

9.400000 0.007670

9.600000 0.006159

9.800000 0.005101

10.0 0.004092

10.200000 0.003281

10.400000 0.002714

10.600000 0.002174

10.800000 0.001740

11.0 0.001437

11.200000 0.001149

11.400000 0.000918

11.600000 0.000757

11.800000 0.000604

12.0 0.000482

12.200000 0.000397

12.400000 0.000316

12.600000 0.000251

12.800000 0.000207

13.0 0.000164

13.200000 0.000130

13.400000 0.000107

13.600000 0.000085

13.800000 0.000067

14.0 0.000055

14.200000 0.000043

14.400000 0.000034

14.600000 0.000028

14.800000 0.000022

15.0 0.000017

15.200000 0.000014

15.400000 0.000011

15.600000 0.000009

15.800000 0.000007

16.0 0.000005

16.200000 0.000004

16.400000 0.000003

16.600000 0.000003

16.800000 0.000002

17.0 0.000002

17.200000 0.000001

17.400000 0.000001

17.600000 0.000001

17.800000 0.000001

18.0 0.0

18.200000 0.0

18.400000 0.0

18.600000 0.0

18.800000 0.0

19.0 0.0

19.200000 0.0

19.400000 0.0

19.600000 0.0

19.800000 0.0

20.0 0.0

20.200000 0.0

20.400000 0.0

20.600000 0.0

20.800000 0.0

21.0 0.0

21.200000 -0.0

21.400000 -0.0

21.600000 -0.0

21.800000 -0.0

22.0 -0.0

22.200000 -0.0

22.400000 -0.0

22.600000 -0.0

22.800000 -0.0

23.0 -0.0

23.200000 -0.0

23.400000 -0.0

23.600000 -0.0

23.800000 -0.0

24.0 -0.0

24.200000 -0.0

24.400000 -0.0

24.600000 -0.0

24.800000 -0.0

25.0 -0.0

25.200000 -0.0

25.400000 -0.0

25.600000 -0.0

25.800000 -0.0

26.0 -0.0

26.200000 -0.0

26.400000 -0.0

26.600000 -0.0

26.800000 -0.0

27.0 -0.0

27.200000 -0.0

27.400000 -0.0

27.600000 -0.0

27.800000 -0.0

28.0 -0.0

28.200000 -0.0

28.400000 -0.0

28.600000 -0.0

28.800000 -0.0

29.0 -0.0

29.200000 -0.0

29.400000 -0.0

29.600000 -0.0

29.800000 -0.0

30.0 -0.0

30.200000 -0.0

30.400000 -0.0

30.600000 -0.0

30.800000 -0.0

31.0 -0.0

31.200000 -0.0

31.400000 -0.0

31.600000 -0.0

31.800000 -0.0

32.0 -0.0

32.200000 -0.0

32.400000 -0.0

32.600000 -0.0

32.800000 -0.0

33.0 -0.0

33.200000 -0.0

33.400000 -0.0

33.600000 -0.0

33.800000 -0.0

34.0 -0.0

34.200000 -0.0

34.400000 -0.0

34.600000 -0.0

34.800000 -0.0

35.0 -0.0

35.200000 -0.0

35.400000 -0.0

35.600000 -0.0

35.800000 -0.0

36.0 -0.0

36.200000 -0.0

36.400000 -0.0

36.600000 -0.0

36.800000 -0.0

37.0 -0.0

37.200000 -0.0

37.400000 -0.0

37.600000 -0.0

37.800000 -0.0

38.0 -0.0

38.200000 -0.0

38.400000 -0.0

38.600000 -0.0

38.800000 -0.0

39.0 -0.0

39.200000 -0.0

39.400000 -0.0

39.600000 -0.0

39.800000 -0.0

40.0 -0.0

40.200000 -0.0

40.400000 -0.0

40.600000 -0.0

40.800000 -0.0

41.0 -0.0

41.200000 -0.0

41.400000 -0.0

41.600000 -0.0

41.800000 -0.0

42.0 -0.0

42.200000 -0.0

42.400000 -0.0

42.600000 -0.0

42.800000 -0.0

43.0 -0.0

43.200000 -0.0

43.400000 -0.0

43.600000 -0.0

43.800000 -0.0

44.0 -0.0

44.200000 -0.0

44.400000 -0.0

44.600000 -0.0

44.800000 -0.0

45.0 -0.0

45.200000 -0.0

45.400000 -0.0

45.600000 -0.0

45.800000 -0.0

46.0 -0.0

46.200000 -0.0

46.400000 -0.0

46.600000 -0.0

46.800000 -0.0

47.0 -0.0

47.200000 -0.0

47.400000 -0.0

47.600000 -0.0

47.800000 -0.0

48.0 -0.0

48.200000 -0.0

48.400000 -0.0

48.600000 -0.0

48.800000 -0.0

49.0 -0.0

49.200000 -0.0

49.400000 -0.0

49.600000 -0.0

49.800000 -0.0

50.0 -0.0

50.200000 -0.0

50.400000 -0.0

50.600000 -0.0

50.800000 -0.0

51.0 -0.0

51.200000 -0.0

51.400000 -0.0

51.600000 -0.0

51.800000 -0.0

52.0 -0.0

52.200000 -0.0

52.400000 -0.0

52.600000 0.0

52.800000 0.0

53.0 0.0

53.200000 0.0

53.400000 0.0

53.600000 0.0

53.800000 0.0

54.0 0.0

54.200000 0.0

54.400000 0.0

54.600000 0.0

54.800000 0.0

55.0 0.0

55.200000 0.0

55.400000 0.0

55.600000 0.0

55.800000 0.0

56.0 0.0

56.200000 0.0

56.400000 0.0

56.600000 0.0

56.800000 0.0

57.0 0.0

57.200000 0.0

57.400000 0.0

57.600000 0.0

57.800000 0.0

58.0 0.0

58.200000 0.0

58.400000 0.0

58.600000 0.0

58.800000 0.0

59.0 0.0

59.200000 0.0

59.400000 0.0

59.600000 0.0

59.800000 0.0

60.0 0.0

60.200000 0.0

60.400000 0.0

60.600000 0.0

60.800000 0.0

61.0 0.0

61.200000 0.0

61.400000 0.0

61.600000 0.0

61.800000 0.0

62.0 0.0

62.200000 0.0

62.400000 0.0

62.600000 0.0

62.800000 0.0

63.0 0.0

63.200000 0.0

63.400000 0.0

63.600000 0.0

63.800000 0.0

64.0 0.0

64.200000 0.0

64.400000 0.0

64.600000 0.0

64.800000 0.0

65.0 0.0

65.200000 0.0

65.400000 0.0

65.600000 0.0

65.800000 0.0

66.0 0.0

66.200000 0.0

66.400000 0.0

66.600000 0.0

66.800000 0.0

67.0 0.0

67.200000 0.0

67.400000 0.0

67.600000 0.0

67.800000 0.0

68.0 0.0

68.200000 0.0

68.400000 0.0

68.600000 0.0

68.800000 0.0

69.0 0.0

69.200000 0.0

69.400000 0.0

69.600000 0.0

69.800000 0.0

70.0 0.0

70.200000 0.0

70.400000 0.0

70.600000 0.0

70.800000 0.0

71.0 0.0

71.200000 0.0

71.400000 0.0

71.600000 0.0

71.800000 0.0

72.0 0.0

72.200000 0.0

72.400000 0.0

72.600000 0.0

72.800000 0.0

73.0 0.0

73.200000 0.0

73.400000 0.0

73.600000 0.0

73.800000 0.0

74.0 0.0

74.200000 0.0

74.400000 0.0

74.600000 0.0

74.800000 0.0

75.0 0.0

75.200000 0.0

75.400000 0.0

75.600000 0.0

75.800000 0.0

76.0 0.0

76.200000 0.0

76.400000 0.0

76.600000 0.0

76.800000 0.0

77.0 0.0

77.200000 0.0

77.400000 0.0

77.600000 0.0

77.800000 0.0

78.0 0.0

78.200000 0.0

78.400000 0.0

78.600000 0.0

78.800000 0.0

79.0 0.0

79.200000 0.0

79.400000 0.0

79.600000 0.0

79.800000 0.0

80.0 0.0

80.200000 0.0

80.400000 0.0

80.600000 0.0

80.800000 0.0

81.0 0.0

81.200000 0.0

81.400000 0.0

81.600000 0.0

81.800000 0.0

82.0 0.0

82.200000 0.0

82.400000 0.0

82.600000 0.0

82.800000 0.0

83.0 0.0